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# **מבוא**

## מטרה

לבחון את הידע שברשותי שצברתי במהלך השלוש שנים האחרונות במגמת מחשבים.

## תיאור המערכת

המערכת הינה משחק בשם "רברסי", משחק אשר משוחק על לוח בסדר גודל של 8 שורות על 8 עמודות.

המשחק כולל 2 שחקנים אשר משחקים אחד נגד השני בצורה כזו שכל משתתף מניח בתורו דיסקית אחת שצבעה הוא הצבע המזוהה עמו. כאשר הוא מניח דיסקית זו, כל הדיסקיות מהצבע הנגדי הנמצאות בין דיסקית זו לבין דיסקית נוספת מהצבע שלו הופכות גם כן לצבע שמזוהה עם השחקן.

תזוזה:

* הצבת דיסקית תקינה רק כאשר הדיסקית תוחמת דיסקית אחת או יותר של השחקן הנגדי.

אפשרויות משחק:

1. שחקן אנושי נגד שחקן אנושי.

## שפת התכנות ופירוט סביבת העבודה והכלים

פיתוח המערכת נעשה בשפת התכנות C#.  
סביבת העבודה היאFramework - Microsoft .NET ,  
תוך כדי שימוש ב- Microsoft Visual Studio 2017.

פיתוח המערכת נעשה תוך כדי שימוש בכלי Windows Application שסביבת העבודה מציעה למשתמש.

# מפרטי תוכנה

## תיאור כללי

המשחק רברסי הוא משחק חשיבה המשוחק על לוח ריבועים בסדר גודל 8x8.

המצב ההתחלתי הוא כאשר ישנם 2 כלים שחורים ו2 כלים לבנים הממוקמים במרכז הלוח.

הראשון שמשחק הוא בעל הכלים השחורים.
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### מהלך המשחק

במהלך המשחק כל שחקן בתורו מזיז את אחד מכליו תוך שמירה על החוקים:

1. תנועה יכולה להתבצעה לכל כיוון כאשר שחקן מניח דיסקית התוחמת דיסקית אחת או יותר של השחקן היריב עם דיסקית ישנה של אותו השחקן.
2. כאשר על משבצת היעד מונח כלי יריב, ומעבר לו יש מקום פנוי, התנועה תהיה מעין דילוג של הכלי למשבצת הריקה, תוך "אכילה" (החלפה) של כלי היריב לצבע של השחקן האוכל.
3. ניצחון מושג אם מתקיים אחד מהבאים:
   1. כל הכלים על הלוח הם באותו הצבע(גם אם הלוח לא מלא) השחקן בצבע הזה מנצח.
   2. כאשר כל הלוח מתמלא או כשאין מהלכים אפשריים נוספים לאף אחד מהצדדים, המנצח הוא מי שיש יותר עיגולים בצבע שלו.
4. קיימת דרך אחת להשגת תיקו:
   1. אם בסיום המשחק מספר הכלים השחורים שווה למספר הכלים הלבנים.

### התנהלות המשתמש במערכת

כאשר מגיע תורו של השחקן הוא בוחר במשצבת בה הוא רוצה להניח את הכלי שלו.

* הבחירה מתבצעת על ידי לחיצה על הלחצן השמאלי בעכבר.
* אפשרויות האכילה תהיינה מוצגות על ידי מסגרת צהובה.

## ניסוח וניתוח הבעיה האלגוריתמית

* בעיה מספר 1 - ביצוע מהלך

במשחק "רברסי" יש בכל מהלך מספר אפשרויות אכילה, כל שחקן בתורו צריך להזיז את אחד מכליו לאחת המשבצות שמוגדרות כמהלך חוקי (כלומר - בתוך אפשרויות האכילה). המערכת צריכה לבדוק האם המהלך שהשחקן מעוניין לבצע חוקי או לא, במידה והמהלך חוקי אז המערכת צריכה לבצע אותו ואם הוא אינו חוקי היא צריכה לתת לו להכניס מהלך חדש(עד שיכניס מהלך חוקי).

* בעיה מספר 2 – אלגוריתם של שחקן ממוחשב

המשחק בפרוייקט שלי, רברסי, משוחק בצורה של שחקן אנושי נגד שחקן ממוחשב, כלומר שחקן שעושה מהלכים לבד ואינו מקבל קלט מהמשתמש. השחקן ההממוחשב מחליט על מהלכיו לפי אלגוריתם שבעזרתו הוא מחשב את המהלך הטוב ביותר עבורו מספר צעדים קדימה שהוגדרו מראש (שלושה צעדים קדימה) (בתוך אלגוריתם זה הוא מתחשב גם במהלך הטוב ביותר של השחקן הנגדי ואז יכול פעול בהתאם).

## פיתוח הפתרון ויישומו

1. ביצוע מהלך

במשחק "רברסי" ישנה אפשרות אכילה אחת ויחידה והיא כאשר הנחת הדיסקית החדשה תוחמת דיסקית אחת או יותר של השחקו השני עם דיסקית ישנה של אותו השחקן שתורו לבצע מהלך(האכילה יכולה להתצבעה בכל הכיוונים).

המערכת צריכה למצוא את כל המהלכים האפשריים של אותו השחקן ולהציג לשחקן את האפשרויות אכילה שלו. אם השחקן אינו לוחץ על משצבת שנכללת בתוך אפשרויות האכילה המערכת תתן לשחקן לבחור שוב במהלך עד שמהלכו יהיה חוקי.

אלגוריתם – בדיקת אפשרויות מהלך:  
האלגוריתם מוצא מהלכים אפשריים בצורה הבאה, הוא בודק כל כלי(של אותו השחקן) על הלוח ומסתכל מה יש בכל כיוון של אותו כלי, אם הוא מוצא כלי של השחקן הנגדי באחד מהכיוונים הוא סופר כמה כלים נמצאים באותו הכיוון ובסופו של רצף הכלים של השחקן הנגדי הוא מוסיף לרשימת המהלכים האפשריים את המשצבת הפנויה הראשונה של אותו הכיוון.  
לאחר פעולות אלה המחשב או השחקן יכולים לבחור את התנועה הרצויה.

1. אלגוריתם של שחקן ממוחשב

האלגוריתם של שחקן ממוחשב עובד בצורה הבאה, הוא רץ על רשימת המהלכים האפשריים ומבצע כל מהלך אפשרי, לכל מהלך אפשרי הוא מבצע גם את המהלך(התגובה) הטוב ביותר של השחקן הנגדי כך עד שהוא מגיע לעומק מסוים(שמוגדר מראש). בסוף כל תור האלגוריתם מחשב את הציון של הלוח לפי המהלך שהתבצע. המחשב בוחר את הציון לפי כל רמה, כלומר אם תורו של השחקן הממוחשב הציון הגבוה ביותר(מקסימלי) יבחר ואם תורו של השחקן אז הציון הנמוך ביותר(מינימלי) יבחר, עד שלבסוף האלגוריתם יגיע בדרך זו למהלך הטוב ביותר שהוא יכול לבצע וכך ייעשה.

אלגוריתם זה נקרא MiniMax.

עץ MinMax הוא עץ אשר פורס את אפשרויות מהלכי שחקן א' ,ולכל אפשרות מהלך שחקן א' הוא פורס את אפשרויות מהלכי שחקן ב', ולכל אפשרות מהלך של שחקן ב' הוא פורס את את אפשרויות מהלכי שחקן א' וכך האלה, עד רמת עומק מסויימת(הגדרה מויקפדיה).

המשחק איקס-עיגול.

עץ המינימקס(MinMax) עובד בצורה הבאה, בכל עלה בעץ יבחר העלה בעל הציון המקסימלי או המינמלי לפי השחקן שהמהלך הוא עבורו, כלומר אם העלים מייצגים את מהלכי השחקן הממוחשב אז ניקח את הציון המקסימלי ואם הם מייצגים את מהלכי השחקן האנושי ניקח את הציון המינמלי.

בצורה הזאת נוכל לקבל את המהלך הטוב ביותר של השחקן הממוחשב בהנחה כמובן שהשחקן גם משחק בצורה הטובה ביותר עבורו.

![×ª××¦××ª ×ª××× × ×¢×××¨ ×¢×¥ ××× ×××§×¡](data:image/gif;base64,R0lGODlh5gIyAYAAAAAAAP///yH5BAEAAAEALAAAAADmAjIBAAL+jI+py+0Po5y02ouz3jyAD4ZAR5bmiabqyrbuC8fyTNc2DDr5zff+DwwKh8Si8Yg07CKfpPMJjUqn1Kr1ahlVmtiu9wsOi8dkonZbTqvX7Lb77Tyj4fS6/Y7P1+Vzvf8PGCg4+MLXR4iYqLjIqGdI8dgoOUlZaWkGEaIQGSPCxcXEubCkBMp0epmqusraIFpqquTzefaKEJvJh/tg69H6Cxzc+Ep6O1ur1Vu6BVos/Awd3Urs7NvTfICsnT2yI7oE3qwp69tkmjzusSvN3u5epIyrzOKZvYxurZ6/LrutL0eqGz5s1mote4cwoUIb8QzNWyGOnLpkm/iN+qcP1i3+XRnxScw40eLCkSRLXpjn8Bg3id0+wkIJEpsugB0P7qNpMqfOnZB6yVN5cGDQlwZdBRVqTybFmPY2uuQJNarJb9UepvCETqA3cZr4eQsZcqA5rAI1iuBmVaratdMwpGULN67cRW/fzr2LNy+dtHb1+v0L2Es1BiIDGz6MuMpgjYkbO35MhexiyJQrW76RY/LlzZw7mwjI2LPo0aQlVN3Yt7Tq1X4nOyzMOrbsuZqfrpyNOzfc2sZ0wNYNPHiwdJBCpRaOPHkg4lkm8FYOPXoe5m6zHJeOPfsV6hrsPtcOPnwU7hxSfxePPv2x39U3nFcPPz5E9u5L0JePP//J++X+T7zXD2CAaDF0FX8CHpjef/7Ndx2CDgan4FUuGPhghbhFCBEOFFrIYWfkzSIDhh2O2NiHQDTIDIokriiXiUKoaB2LMkLmIiY8iDhjjiTVaASMGeCoY5DS8IiEj91tKGSSvwAZhJHlOalklIMwOQSUT1opZZZ7IZkElldqCaYlVBYZB5dhnpnGmHGM5yWabnZpZmRTqPlmnfDQKUWbBeppZ5+F4CmnFYD6SSg9gyomGJ+FLmpdnGMo2sKhjE5qHKRziiEppZqiZSmijzq6aaihTdJpJ6WKGmWmabKhKqqpgnrHqTO06uqMtLIKx621WqhrG7Ji9uuu8fX6RrDAGiv+LHZEroLsscmCuWxbfhD7LHLRAtPsD7BWq921wmR74rbcWkutIOA2Ke64s3nLzrkvpqsuaeXSJQm88V427zCU5Htvi/Z+K+a//bYm8DPulnnwwO/wm0rCTxSsMFQMM7skxBEvxC5bDudp8cXtTjycwR17jC3IBg+5McnTmhxNytuNrDIjGQPmMhYsx7wlzDvV3MXNOKvhc0I8f6Hzz8UWrdbQYARtdGRIa5wT003DqTRCVWP69NQcXy10VFlrfYTUXif9NdjrcV0S2mmWbfasYu8W19ttX6n2znexPfdnct+d1955Swb4WcIFTnjdWxcuWd7admct4wodZ7i65jX+/iPG9Sl+jeMQam715Zhjxrlukz/u+ec1jL555aSHbnqIrF/4erult+666qm313XstEeqe2yod9777irEc9Hgufy0OioJQJpZ8x719mMsXxmlvH7Eb0K5b8jnzssultLSFEjhR798UYSZJqBPj0QesvbnJ9998abahIwObnH1pi2nGa/9+paHIr9OmAU1BNmK+UaBP5aAIyllaYrg/MYT/eUDesBpCPbg55sAamgiE/yEA5cyFvv5oyBLIeE9igJCm2SHGsxhH7ZMkxIMusJ/bguhU/ZxFN6UpYEmxGFNmHIbwXWrey3MXiYuyL34ITFEzxsKOTxYnIg8sYQeeV7+/WyzQvQtUXQw3KI7LOjFP6nwhz2E4jeO8kGWOJEgHSxhFqs3Pi72T4NfrFQYJ9S/sWiFMV7xYFf06LywNNB5tHDhwoK3mt8dEpHCW5DtKsjI9j2ykXicZG4UWcdIUrIDmISdJdsBuU3iQJOj6aTsSCnK6CGOLORaJSuF5spXppIhEPSXXmY2y/mUw5A7asndbJhLbYGQl/8jJtZuEsxrmA9vf2Ej3NqYTFpSUHzgwckzJ0jNaE6II+UTTwzX4szbaDNS37zhEJenMWt2c5wZoqM4oxMJYwqKmwhkJwq8kkF4xlMq2yOMPF1lEWrA034Sc+c67XkkXgCQXAS1m0H+D4rQGCl0obejXtT22cWI9gSO+ZTjRKfCiYcwU2W/scpIe6lFlFo0oxrt6BGZ4UmOWo0Y+2mpP4sjUdbQ5589emlObTpGn/5UXocA3keHqlH+mIenUzrJ43ziHqZKyUCQkyog6gLLlJIvon1p0Emh0dWFweRJ9kQSir46nLCCUqT2sSqLuKQitC5pdifDKQnkyigz+QivDQvlkJqjt1zGyUh8FRMnW8aXAonSUU4qLKnuClasKraRoLKSY+kS1295R5e7gxWWLpsIGLl1m58MrOm25SXQTmmvLyytaRUnLj2p9qr3nCsq7wfbxm6wNcNjBVznZzZ4KWq20+mtKvT+ykSwfdZteFnuJQbLXKMJrFPEzZVzK8HY041Wn5WM7jXbuS/7SJNkEJNVdddQsO32R7zjjZjFfnXeVRWCVKJVpsI6Fqz4PkqAw2Ctfe81MmTpl2jMkxlhhRkvmDVrwD2bFWYlFC5u6SxbDJ4nDdRrV0dGOFlFO1eFL3Xh0IJ3w7VCmrs+DAXzEsJeB0PxJVVsBgyDjkDmum6VZFyZ/IYNx7Wb8R+mu2NNlW1jLo5x5n7cppQVuZQChhMoFzet+TqZUHir2ZKBcuTiSnnKdmImz658oyZNh09DAzONwFVmHtdWzLEaLsfcdNKqmRm4bN5Sj1Os5rid2GnSetEevqf+mDyTDR6BZlaL9xLiQr+qpxZ+LqPdUCq1zblvDqvbpNf8aPRGumeCBimZbNZp53xa0zQGdY5cxr5LH7ZLpC61qVd0WReqOqGsXluYlxbqtaY4DLPGXa3JoGNe5xqx4/kUIkArT2MRs9cjma0xma3VNR0zy9NOn5zLAO2jPqzatwb2sH17NZ5mu54gTtSJgPbtvnrK1o5Y96uhjG78xFeq435nngTjZ1alu16ShjSO+22zKvlbPQMebbYNJ2kPW9ebCF94rhqs6HwfrZpE+zOkKz6nQ9tZOiiW8aU/LOeE/XvfjjDkyNHL63tneuMvBtzhZIntwIHa5WySObpofqz+xK3N5vIqjGN9XuTa1DKbFVGySPgldAUffcmaGfpzRSpyqON6ow+T+p2KmlznDNfq+Kb6ZpS6cpm6O9phQyq8M3xnshsX62NXO41qKnCnQhywRZJs3NneXbxrGO2CkvvXfX1uv28H8IQWfODNzjvDT5bujWY8ZdSKLtdWHbejdjyICE9Oyo9Y77vGvGNM6WrLq9zzh1f8jSA/SsmvmvTb1vzjb0sP2NfZ9LMXvY9Zj2naQ1b2Z9c9Yq6HztrP8I6dn2Pww170cl4+j8SHsFDjuPcZFgPgFIU+E4VYUqjPhK1id762sRh6BNKw7/lU/t2lb/5uvw+b4Pe+P8fvfvn+pb/47mu+GMUHRq1DtPvHz/vw7e9g32d9xdZQ0lN54rd+vddQ05R4StR/ufd87EeAAth+9wdEuZAiAzJ30vdQp+OAAHiASGSAZWd8D0htLjWAa4eCFUhX/8eAE+iCIGgo4zNCW8FBEqiBN8hH6WAQwERCBsReItSBiYZ+80d/5DaCyEduL3h7C8iEKhiDKbh6EYiDrcd8JlhDoIERW2gO9oZONehLOlhGPJRCPbReRUhPCnh8Sdh2yZeGNoKBWNiEK/WE8beEdXiGVEh9FsWG2iVO/rB9UdQS5yBFaWSGAJEV2ZVHb3iCIsiIo/eBLKh+34dmahdg1SeFZCVTCff+UX14YVeEQ24EFuhTiOVgTmVEP38IgXRIdHO4Tp4IiU4oicCCiVUYfncEaHEoh0Eoi7ZohTeFf1hWQL7kRzxIUOBzDwxkiFZEg6K4VZQIh+83ExuYfDI4ieUjDwpHgdRFRI8YfQmYidJWgrPIIDwISFlBFDxUdP1gQCEUSPVQSGExKnnId8vHeUcoar92j35oew24j1Oof9TIUpZhd+c3kI0XkPqYjwbpdpkHU/7XkLEYkZ/Xj41IhW1IgdE4ka4YifxVj1DIf2xSkZ+XfXUHQ7KWfWl2kjumPuaVkqaSf4nSkqXRR1/WRzv3fvMUUja5kwu2DuWyGE5nHByoUzr+93JChG4wp5NYEWhMGWNKSUtQ6W1O6VHm1mbshnG/qJHWRXKxgmv1ZmYdV2YmaQdCeUr4Bpb/1HG+KHxi5nG4RJAEJob+BmZhGHBfVnYeZ4r8A3F2eXFsGSipBphqeG4Y1oX1tmJWqY6+Qo4EGDnOqIRQpl5lCElzB5lA05id95jhSJjLt11m1JUP925N1GpMx5mjZmWP9pnhE5rFsoEHhHKnSX8Nl5m3CG8Gt0ytyZgvAz2zpk5dV5sSN5gWeXZupU66iSuDR0HGiYflNpyFJ5sceYJWdQ6nKBucuJz0hogp15wkGJ22OZ27GUfIiZnkN030Zo0K+ZwGiWrQGZz+b3ae5IltCOkSk2aEzvme9pifHimc+ymO0CefwGaeDMhU9ymRaAN/7ll63wmfBBqgmBJxDoqVXtiGXJOgW6mf/hmCEvig3Imf1qeW4IiRFjqEGWqianmhrVhKfOZOdSmigZKeC8qgAdifM/qfTNihWQmDcphsL/qhGkqEMUqjMmqjZImLOSqQXHakxnaHGLmeJgqkmwelT3qjT4ikASeRVrpfrJilRQqeRMaQXnp1PqqiHtKgDxV0vbiju6igbDql4Eml3tmBVzqgVcqmvHRGykmmbeqm1+in3YlnahpUoqGSglqmZ1oRerqnYQqoHtiWjWqneEinMBqpkro0F1n+qWKadkLKn28ap0ZmqIcal5OXkYNKqYsqp6hKpH0qnY4aqvgIgJPapRgaqzqqqnzKqp0JqZvaqpqKZVy6f55hZVDVkRmni7O6q3Dqq3aorFH6p6wqq7BKqyBIm5iaqsDKqLkapMSprT1CrMX6d0r6qqK6oSU6rd3arM76jb26rOk6mNGaqatqrp+qq8nqqe0qpdj6rENaquKqr9bJGUa3kOBaJgcZr/bKq7fKr+yKrwv7rwhLM+o5ruqasApbr+i6rRPrsK5qrUbasQCLLx77sRR6sBDLsSPLsA27e/dqsinbmPB6rTXarxh7sS27sRabsTObszv7sKC6kSCbY0H+9pHAKJIJWbI2m68a26nuqrIQqbNISxsx+7RNG3v/WLM0m3oDK68Vi7O/GpKJaqZjOrREq5Vfu7Vdm7Vae7X++LOPqrQUC06R+bb0yrM9u7ZUS49tu7R1a7cIZrVA+xgtVpAG662Il61zu2Vje7KLa7Zni7Ywe7guS7N46XuOi7ZOi7J7e7OIy49/C7gl4rOeS7KR27eSC7WfgXt8m7iKa7nzyql9c65Ti7Wby7lcW7tJ27hpy7h6S4uVG4Vv9y6q97s35nq4mru6y7q2i7nHy7SvS7dxQ7q1q2S8t7qiu7yZW720e7sWOJIrSJGRJ7zD67bMq73bu65qu6/Zi77+44u9ztsiMpu8pau65lu1qau8ssu25Uu/wwN6tQi6JGa/4uu1D2m8vJu/1ou76ru+d+u6l/u+rbu9Ipe3ECy/9RvACozB5Ltb4eu9vwfAF0y27KvBGTzCq9i9mou8Jzy/+NvAzUXBFey+CWzAKLzA+svCIEnDNdxeHNzBhiFgXqWJ4Etr0du+OKzC13vAR5zDM9zCUcuyJXy6K9uC3IrAJqzEFmzD+9tWAFm8HvxfE2y4u3vFJMzE5zvGRkzGUGzFZ9zE0EvFVRzDZgzHMqzDaazGUny/Zbx4UxzGvHV6vDjEXxxVRHzHfMzGcozF1IvI8VvIp6cVe5RN3yq3dtz+yM+Lx4a8wnp8yTycyCkMwjO4yV1srBfYTwLMwP5RX3fVZID8xnMMxp+MxkkMy8w6yzAcvKScp22cx7Hsu4zcyZyMxK6MyYfMypRcyc/IxYHsKZlBQCgUj+v4hYuJP888j7rMSf6lyoIcxE9cx3QszK/8y8BMy7Vsy5HHzEG0jGMkiuCDjPUzTE9UxMU8zN+syNa8yMQ8z77My/tMz8iczMqccT5IRlXUQtk4RQqUjPI4lw48yPfsdWIszvzczxMNt/hMzuX8z/Ucx/8lPVTkRDl5Q1X0h7BZzRvdyxZt0hfN0Kjr0Gus0S+tz5rc0Cz9WorW0WrUEetcn+9MRjH+UYYS9InjLMrcm83cHNMZDdMqfdIUfdTx7NRbC496VM0F/Ueccorh4HMQndR4e8PHrNQr/dUpHdZN3dXbLM8zHbHe1dIPvcRjHdFeDdcVTdZv/dRbTbWQ29ZrzdRyXdZ9HcrgLNFLLdQunc81TdOo7MNqrddGS9RbnL527ddaLNhIXdhnDdiQvUh57dazu9mcfdmYjdGRDdpgHdp9DNqI6a2xVA89odou0tpIKX6vvVOy7Rq0bVa2TRW2nSKy3Y2vHVW0vdu+vYitzdrAjYbEfdyqnTao1L/0SlOk5Fcr3dwdO92c/dwqXd0me90gHN327IvZXVef3NzjXdndHcP+4L2o6O3cfW3eokve0G3I7W3dyw3M74178h3auXzR+O2lJhU86u2+/q16/O3d+l25AG5b4v3fCw7fvUPgdf3dzM3g2C3hA17e8Y3JCN5nk23fB37hDl7Z583ec7zd+KzeHS7YBP7gGu5bFX7fE87dGE69K+7iHk7X+yngL97gkkfjN35cNT6SKK7EKh7inl3i7g3jJg7k9/jgRh7BIx67dPbXzCvkitvkLWvgxNzjCm7hPn7iST7kMt7lnU3Zu6zJOW7jOs7JRD7jGb7kVq7IXz7mMQ7iYD7X/CvCVpuiE1vKseo9T/vndcwdWR7bAW5Hbqo/gS7oRfSq1HHlHLr+j7B95NCcnsB3p4wd4d0o1te8TwI9zeg41VidgwsNqHv+sPvzrwKd6fVX6fGj6CUKRdp96JaaQX3eryQ96U5h66yL6hOJ67e+mC/rdoRO6bQ+fLsOOusjFh/dhSa0zj9NjMuuqq/+tSF16wA6s8R+q9Tep6CI48eT3p0Yo2Nl7B155dw+tQZ63aZurj85rtbO5waahTeNimiUiJDcm0Sh0Mjo5+w+hPiksepOsM9p6XUI1NQ03YOe7uNusLkeRufu7zKI7OQY8c05GNo+ug6PhWgm6TwNiuE0lyhkgvze7ZBu5Y4O6AJ/hd06k82X6OqsSRP/rvKeq/7e8ljuv2j+3osaD7LcJ4Rzejwyf/Nc/Umg+dE+3Q87ndPseNBVyELTx+T2xvMgeu1B5fN6+O6MfsFCb4l6/u9qC/EtXPAVOPbCvogu71Ow2Kg0n7NRbdXv1I5uGBpYDfBoiK7r7o2ciVGp7oVXL4AYH6zorfLb6PX2R+5iqj5i3/XvXrpPP/EHr/ayyfb0hbIVL6mkOfWYD+xWz8jsfvj9jemZD/PJu/cKO/nTbvl6H+4TJfM1v6cvj/AL79mrVfmKr+mI3tuGH/QN/PSvv/uGfvu4v/LfKcnlXugiHvzEL3Y8D9tmf5GA/xK6P45EnzNQ3s18P+cpLub77eb1befXj9E6H/XYO856Wz7ZrcXlap7mdM7jRY7ztyv+cO7lb67Dj+6f0F/1ZC4z9O/r3w/+dEsAyDEtuX1dZFDWQJ+1WHOttk/yxIMUzyjtwjIrV3Z035kG71zf+f6LK0CcbiVUtXbGSy+lrOWcjSLPGR0ek0wqzYqYbmFaWzYI9p3RafXEjGo/b1+y+82uu7peJJR7v8bFiPrmsAhlDO0QE/nWGh0fUQAkJykrLSW5LjU1NzY9KTs/RfFER0dKP6lQPUNXLTNdX4NiZZNoK2FvMWd1J0l7d1WAg4WBIY+RjwsAADs=)

(דוגמא לעץ מינימקס)

## 

## תיאור אלגוריתמים

תאור אלגוריתם מספר **1: ביצוע מהלך**

האלגוריתם אוסף את כל המהלכים האפשריים לפי חוקי המשחק ונותן לשחקן לבחור באחד ממהלכים אלה.

**ביצוע מהלך()**

1. קבלת כל המהלכים האפשריים מפונקציה חיצונית.
2. מציאת הדיסקית השנייה התוחמת את הדיסקיות של השחקן היריב עם הדיסקית מהמהלכים האפשריים.
3. עבור אינדס שווה לאפס עד אינדקס קטן ממספר הכלים התחומים בין 2 הדיסקיות של השחקן שתורו לשחק.
   1. מחיקת הדיסקית הנמצאת באותו משצבת מרשימת הכלים הנמצאים על הלוח של היריב.
   2. הוספת הדיסקית אל רשימת הכלים הנמצאים על הלוח של השחקן שתורו תוך החלפת הצבע לצבע הדיסקית שמזוהה עם השחקן שתורו.
   3. התקדמות למשבצת הבאה באותו הכיוון.
4. הוספת הדיסקית(המהלך) אל הלוח.

תאור אלגוריתם מספר 2**: אלגוריתם לשחקן ממוחשב**

האלגורתים בונה עץ משחק שבעזרתו הוא מחשב את המהלך הטוב ביותר עבור השחקן הממוחשב 3 צעדים קדימה

**מינימקס(עומק)**

1. אם עומק שווה לאפס
   1. תחזיר ציון לוח
2. אם עומק אי זוגי אז תורו של השחקן הממוחשב אחרת תורו של השחקן האנושי
3. קבל את כל המהלכים האפשריים
4. הגדרת המשתנים מקסימום ומינימום
5. לכל מהלך בתוך מהלכים אפשריים
   1. אם המהלך נמצא בתוך תחומי הלוח(שורה, עמודה)
      1. בצע מהלך(מהלך, שחקן שתורו)
      2. מינימקס(1 - עומק)
      3. אם עומק אי זוגי
         1. אם הציון החדש על הלוח גדול יותר מהציון המקסימלי עד כה
            1. הציון המקסימלי שווה לציון החדש
            2. המהלך הטוב ביותר שווה למהלך ששוחק עכשיו
      4. אם עומק זוגי
         1. אם הציון החדש על הלוח נמוך יותר מהציון המינמלי עד כה
            1. הציון המקסימלי שווה לציון החדש
            2. המהלך הטוב ביותר שווה למהלך ששוחק עכשיו
      5. מחק מהלך
6. אם עומק זוגי תחזיר ציון מקסימלי אחרת תחזיר ציון מינמלי

## 

## מבנה נתונים

**מטריצה (matrix)**

במהלך הפרויקט עשיתי שימוש במטריצה. לדוגמא כאשר עשיתי מטריצה שמכילה את כל הכיוונים האפשרים שאפשר לנוע אליהם על הלוח.

**רשימה (list)**

במהלך הפרויקט עשיתי שימוש ברשימה. לדוגמא, כאשר עשיתי רשימה שמכילה את כל המהלכים האפשריים של השחקן שתורו לשחק.

**מילון (dictionary)**

במהלך הפרוייקט עשיתי שימוש במילון, לדוגמא, כאשר עשיתי מילון שמכיל את השורה, הטור והצבע של כל כלי על הלוח.

# תכנון

## חלוקה למודולים

Gameform

|  |  |
| --- | --- |
| שם הפעולה | תיעוד הפעולה |
| public GameForm() | בנאי המחלקה. יוצר טופס מטיפוס GameForm |
| private void pictureBox1\_MouseMove(object sender, MouseEventArgs e) | פעולת אירוע, מתבצעת כאשר המשתמש מעביר את העכבר מעל הלוח. הפעולה מסמנת, אם צריך, את הכלי המסומן על ידי העכבר. |
| private void pictureBoxBox1\_MouseClick(object sender, MouseEventArgs e) | פעולת אירוע, מתבצעת כאשר השחקן לוחץ על הלוח וחלקיו, הפעולה מבצעת מהלך בהתאם לבקשת המשתמש. |
| private void pictureBox1\_Paint(object sender, PaintEventArgs e) | פעולת אירוע, מתבצעת כאשר הלוח מתעדכן. הפעולה צובעת את הלוח. |

Board

|  |  |
| --- | --- |
| שם הפעולה | תיעוד הפעולה |
| public Board(GameForm gameForm) | בנאי המחלקה. יוצר טופס מטיפוס Board |
| internal void Paint(System.Drawing.Graphics graphics) | הפעולה מקבלת את הגרפיקה של הלוח, ומציירת, על הלוח, את הכלים בהתאם למטריצה |
| internal void Click(System.Drawing.Point point) | הפעולה מקבלת מיקום על הלוח בו השחקן לחץ על העכבר, ובודקת האם מהלך זה חוקי או לא(אם כן מוסיפה אותו ללוח אם לא אז לא) בתנאי שהמשחק אינו נגמר. |
| private bool Endgame() | פעולה בוליאנית שבודקת האם המשחק נגמר או לא ומחזירה תשובה בהתאם. |

Computer

|  |  |
| --- | --- |
| שם הפעולה | תיעוד הפעולה |
| public Computer(Board board, TypePiece typePiece)  : base(board, typePiece) | בנאי המחלקה. יוצר טופס מטיפוס Computer |
| private int MiniMax(int level) | הפעולה מקבלת "עומק" ומחשבת את המהלך הטוב ביותר כמה מהלכים (ששווה לעומק) קדימה |
| public void DoStep() | הפעולה קוראת לפונקציה CompStep בThread |
| private int Evaluate() | הפעולה מחשבת ציון של מהלך לפי הכלים הנמצאים על הלוח |
| private void UnDoMove(Move move, Player player) | הפעולה מקבלת מהלך ושחקן מהטיפוסים "Move" ו-"Player" בהתאמה ומוחקת את אותו המהלך של השחקן |
| private void DoMove(Move move, Player player) | הפעולה מקבלת מהלך ושחקן מהטיפוסים "Move" ו-"Player" בהתאמה ומוסיפה את אותו המהלך של השחקן. |
| private bool Endgame() | פעולה בוליאנית שבודקת האם המשחק נגמר או לא ומחזירה תשובה בהתאם. |
| private bool IsLegal(int newrow, int newcol) | פעולה בוליאנית המקבלת שורה ועמודה ובודקת האם המהלך החדש שרוצים לבצע נמצא בתוך הלוח המוגדר ומחזירה תשובה בהתאם. |
| private void CompStep() | הפעולה מוסיפה את המהלך הטוב ביותר לרשימה של הכלים ומשנה את הלוח בהתאם בנוסף היא מציגה את כמות הכלים בצבע הלבן וכמות הכלים בצבע השחור בכל תור |

Move

|  |  |
| --- | --- |
| שם הפעולה | תיעוד הפעולה |
| public Move(Piece source, Point dest, int dir, int count, Player player) | בנאי המחלקה. יוצר טופס מטיפוס Move |

Piece

|  |  |
| --- | --- |
| שם הפעולה | תיעוד הפעולה |
| public Piece(int row, int col, TypePiece typePiece) | בנאי המחלקה. יוצר טופס מטיפוס Piece |
| internal void Paint(System.Drawing.Graphics graphics) | הפעולה מקבלת את הגרפיקה של הלוח, ומציירת, על הלוח, את הכלים בהתאם למטריצה |

Player

|  |  |
| --- | --- |
| שם הפעולה | תיעוד הפעולה |
| public Player(Board board, TypePiece typePiece) | בנאי המחלקה. יוצר טופס מטיפוס Player |
| internal void Paint(System.Drawing.Graphics graphics) | הפעולה מקבלת את הגרפיקה של הלוח, ומציירת, על הלוח, את הכלים בהתאם למטריצה |
| internal bool Check(int row, int col) | פעולה בוליאנית המקבלת שורה ועמודה ומחזירה אמת אם המהלך שהשחקן רוצה לבצע הוא חוקי שקר אחרת. אם המהלך חוקי הפעולה משנה את הלוח בהתאם למהלך. |
| public int CheckDir(int row, int col, int i,Player player) | פעולה המקבלת שורה, עמודה, כיוון ושחקן וסופרת כמה כלים נאכלו במהלך המתבקש להתבצע. |
| private bool IsLegal(int newrow, int newcol) | פעולה בוליאנית המקבלת שורה ועמודה ובודקת האם המהלך הוא בתוך הלוח המוגדר מראש ומחזירה תשובה בהתאם. |
| internal void Add(int row, int col) | פעולה המקבלת שורה ועמודה ומוסיפה את אותו המהלך לרשימת הכלים מסוג Piece |
| internal void Remove(int row, int col) | פעולה המקבלת שורה ועמודה ומוחקת את אותו המהלך מרשימת הכלים מסוג Piece |
| public List<Move> GetPossibleMoves() | פעולה המוסיפה את כל המהלכים האפשריים של שחקן באותו התור |
| internal bool NotExist(int row, int col) | פעולה המקבלת שורה ועמודה ובודקת האם המהלך הזה נמצא על הלוח |
| internal int GetGrade() | פעולה המחשבת את הציון של כל הכלים הנמצאים על הלוח |

## רשימת הנתונים

Board

|  |  |
| --- | --- |
| **שם הנתון** | **פירוט הנתון** |

|  |  |
| --- | --- |
| public static int N = 8; | משתנה סטטי המייצג את מספר השורות/עמודות בלוח |
| protected List<Move> possibleMoves; | רשימה מסוג "move" המייצגת את המהלכים האפשריים של כל שחקן |
| int PlayerWins = 0; | משתנה המייצג את מספר הניצחונות של השחקן |
| int ComputerWins = 0; | משתנה המייצג את מספר הניצחונות של המחשב |
| public GameForm gameForm; | משתנה המייצג את הטופס בו נמצא הלוח |
| private Player player1; | משתנה המייצג את השחקן הראשון |
| private Player player2; | משתנה המייצג את השחקן השני |
| int CountPlayer = 0; | משתנה המייצג את מספר הכלים(השחורים) של השחקן |
| int CountComputer = 0; | משתנה המייצג את מספר הכלים(הלבנים) של המחשב |
| Rectangle rect; | משתנה מסוג " Rectangle " המייצג מלב |

Computer

|  |  |
| --- | --- |
| private Move bestMove; | משתנה המייצג את המהלך הטוב ביותר בכל תור |
| int CountPlayer = 0; | משתנה המייצג את מספר הכלים(השחורים) של השחקן |
| int CountComputer = 0; | משתנה המייצג את מספר הכלים(הלבנים) של המחשב |

Move

|  |  |
| --- | --- |
| public Piece source; |  |
| public Point dest; |  |
| public int dir; | משתנה המייצג את כיוון האכילה |
| public int count; | משתנה המייצג כמה כלים צריכים להאכל |
| public Player player; | משתנה המייצג את השחקן שתורו לשחק |

Piece

|  |  |
| --- | --- |
| public static int PieceSize = 40; | משתנה המייצג את גודל הכלי שמונח על המשבצת |
| public int row; | משתנה המייצג שורה על הלוח |
| public int col; | משתנה המייצג עמודה על הלוח |
| public TypePiece typePiece; | משתנה המייצג צבע כלי |

Player

|  |  |
| --- | --- |
| public Dictionary<int, Piece> pieces; | מילון המייצג את כל הכלים על הלוח |
| protected List<Move> possibleMoves;  ; | רשימה מסוג "move" המייצגת את המהלכים האפשריים של כל שחקן |
| private TypePiece typePiece; | משתנה המייצג צבע כלי |
| protected Board board; | משתנה מסוג "Board" המייצג לוח |
| protected Player enemy; | משתנה המייצג את השחקן הנגדי(זה שאינו תורו) |
| public int[,] Dir; | מטריצה המייצגת את כל הכיוונים האפשרים על הלוח |

Gameform

|  |  |
| --- | --- |
| Board board; | משתנה לוח מסוג "Board" |

# ביבליוגרפיה

אתרי אינטרנט:

* [https://www.geeksforgeeks.org/minimax-algorithm-in-game-theory-set-1-introduction/](about:blank)
* [https://he.wikipedia.org/wiki/%D7%A2%D7%A5\_%D7%9E%D7%99%D7%A0%D7%99%D7%9E%D7%A7%D7%A1](about:blank)

# קוד התכנית

Gameform

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Windows.Forms;

namespace MyOtGame

{

public partial class GameForm : Form

{

Board board;

public GameForm()

{

InitializeComponent();

board = new Board(this);

toolStripStatusLabel1.Text = "Start game";

}

private void pictureBox1\_Paint(object sender, PaintEventArgs e)

{

board.Paint(e.Graphics);

}

private void pictureBox1\_MouseClick(object sender, MouseEventArgs e)

{

board.Click(e.Location);

pictureBox1.Invalidate();

}

private void pictureBox1\_MouseMove(object sender, MouseEventArgs e)

{

pictureBox1.Invalidate();

}

}

}

Board

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Drawing;

using System.Threading;

using MyOtGame.GUI;

namespace MyOtGame

{

class Board

{

int PlayerWins = 0;

int ComputerWins = 0;

int CountPlayer = 0;

int CountComputer = 0;

public static int N = 8;

public Player player1;

public Player player2;

// int turn = 0;

public static GameForm gameForm;

//public static Menu menu;

protected List<Move> possibleMoves;

Rectangle rect;

public Board(GameForm form)

{

gameForm = form;

player1 = new Player(this, TypePiece.BLACK);

player2 = new Computer(this, TypePiece.WHITE);

}

internal void Paint(System.Drawing.Graphics graphics) //paint

{

possibleMoves = player1.GetPossibleMoves();

foreach (Move move in possibleMoves)

{

rect = new Rectangle(move.dest.X \* Piece.PieceSize, move.dest.Y\* Piece.PieceSize, Piece.PieceSize-4, Piece.PieceSize-4);

graphics.FillRectangle(new SolidBrush(Color.Gold), rect);

}

player1.Paint(graphics);

player2.Paint(graphics);

}

internal void Click(System.Drawing.Point point)

{

int row = point.Y / Piece.PieceSize;

int col = point.X / Piece.PieceSize;

// Player player = turn % 2 == 0 ? player2 : player1;

if (Endgame())

{

string winner = "";

if (CountComputer > CountPlayer)

{

ComputerWins++;

winner = "COMPUTER WIN";

}

else if (CountComputer < CountPlayer)

{

PlayerWins++;

winner = "YOU WIN!!";

}

else

{

winner = "DRAW";

PlayerWins++;

ComputerWins++;

}

Board.gameForm.toolStripStatusLabel1.Text = winner;

Thread.Sleep(1000);

}

else

{

if (player1.Check(row, col))

{

player1.Add(row, col);

(player2 as Computer).DoStep();

}

}

}

private bool Endgame() //check if game over

{

CountPlayer = player1.pieces.Values.Count; CountComputer = player2.pieces.Values.Count;

return ((CountPlayer + CountComputer) == 64 || CountPlayer == 0 || CountComputer == 0);

}

}

}

Computer

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading;

namespace MyOtGame

{

class Computer : Player

{

private Move bestMove;

int CountPlayer = 0;

int CountComputer = 0;

public Computer(Board board, TypePiece typePiece)

: base(board, typePiece)

{

}

private int MiniMax(int level) //take the best move for computer

{

if (level == 0)

return Evaluate();

Player player = level % 2 != 0 ? board.player2 : board.player1;

possibleMoves = GetPossibleMoves();

int max = int.MinValue, min = int.MaxValue;

foreach (Move move in possibleMoves)

{

if (IsLegal(move.dest.Y, move.dest.X))

{

DoMove(move, player);

int grade = MiniMax(level - 1);

if (level % 2 != 0)

{

if (grade > max)

{

max = grade;

bestMove = move;

}

}

else

{

if (grade < min)

{

min = grade;

bestMove = move;

}

}

UnDoMove(move, player);

}

}

return level % 2 != 0 ? max: min;

}

public void DoStep()

{

Thread compStep = new Thread(new ThreadStart(CompStep));

compStep.Start();

}

private int Evaluate()

{

int grade = board.player2.GetGrade() - board.player1.GetGrade();

return grade \* 2 + (board.player2.pieces.Count - board.player1.pieces.Count);

}

private void UnDoMove(Move move, Player player) //delete the move from "DoMove" function

{

enemy = (player is Computer) ? board.player1 : board.player2;

int newrow = move.source.row + Dir[move.dir, 0];

int newcol = move.source.col + Dir[move.dir, 1];

for (int j = 0; j < move.count; j++)

{

int key\_enemy = newrow \* Board.N + newcol;

this.pieces.Remove(key\_enemy);

enemy.pieces.Add(key\_enemy, new Piece(newrow, newcol, player == this ? TypePiece.BLACK : TypePiece.WHITE));

newrow += Dir[move.dir, 0];

newcol += Dir[move.dir, 1];

}

this.Remove(move.dest.Y, move.dest.X);

}

private void DoMove(Move move, Player player) //add new pawn and delete the enemy pawn

{

enemy = player is Computer ? board.player1 : board.player2;

int newrow = move.source.row + Dir[move.dir, 0];

int newcol = move.source.col + Dir[move.dir, 1];

for (int j = 0; j < move.count; j++)

{

int key\_enemy = newrow \* Board.N + newcol;

enemy.pieces.Remove(key\_enemy);

this.pieces.Add(key\_enemy, new Piece(newrow, newcol, player == this ? TypePiece.BLACK : TypePiece.WHITE));

newrow += Dir[move.dir, 0];

newcol += Dir[move.dir, 1];

}

this.Add(move.dest.Y, move.dest.X);

}

private bool Endgame() //check if game over

{

CountPlayer = enemy.pieces.Values.Count; CountComputer = pieces.Values.Count;

return ((CountPlayer + CountComputer) == 64 || CountPlayer == 0 || CountComputer == 0);

}

private bool IsLegal(int newrow, int newcol)

{

return newrow >= 0 && newrow < Board.N && newcol >= 0 && newcol < Board.N;

}

private void CompStep() // add best move to piece

{

MiniMax(1);

string dot = ".";

for (int i = 1; i < 4; i++)

{

Board.gameForm.toolStripStatusLabel1.Text = "Computer think" + dot;

Thread.Sleep(500);

dot += ".";

}

Check(bestMove.dest.Y, bestMove.dest.X);

Add(bestMove.dest.Y, bestMove.dest.X);

CountPlayer = enemy.pieces.Values.Count; CountComputer = pieces.Values.Count;

Board.gameForm.toolStripStatusLabel1.Text = "Computer : " + CountComputer + " You : " + CountPlayer;

Board.gameForm.pictureBox1.Invalidate();

}

}

}

Move

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Drawing;

namespace MyOtGame

{

class Move

{

public Piece source;

public Point dest;

public int dir;

public int count;

public Player player;

public Move(Piece source, Point dest, int dir, int count, Player player)

{

this.source = source;

this.dest = dest;

this.dir = dir;

this.count = count;

this.player = player;

}

}

}

Piece

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace MyOtGame

{

public enum TypePiece { WHITE, BLACK,POSSIABLE };

class Piece

{

public static int PieceSize = 40;

public int row;

public int col;

public TypePiece typePiece;

public Piece(int row, int col, TypePiece typePiece)

{

// TODO: Complete member initialization

this.row = row;

this.col = col;

this.typePiece = typePiece;

}

internal void Paint(System.Drawing.Graphics graphics)

{

switch (typePiece)

{

case TypePiece.BLACK:

graphics.DrawImage(Properties.Resources.Pawn\_Black, col \* PieceSize, row \* PieceSize, PieceSize, PieceSize);

break;

case TypePiece.WHITE:

graphics.DrawImage(Properties.Resources.Pawn\_White, col \* PieceSize, row \* PieceSize, PieceSize, PieceSize);

break;

}

}

}

}

Player

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Drawing;

namespace MyOtGame

{

class Player

{

public Dictionary<int, Piece> pieces;

protected List<Move> possibleMoves;

private TypePiece typePiece;

protected Board board;

protected Player enemy;

public int[,] Dir =

{

{-1,-1}, //UpLeft

{-1,0}, //Up

{-1,1}, //UpRight

{0,-1}, //Left

{0,1}, //Right

{1,-1}, //DownLeft

{1,0}, //Down

{1,1} //DownRight

};

public Player(Board board, TypePiece typePiece)

{

this.board = board;

this.typePiece = typePiece;

enemy = board.player1 == this ? board.player2 : board.player1;

pieces = new Dictionary<int, Piece>();

if (typePiece == TypePiece.BLACK)

{

pieces.Add(3 \* Board.N + 3, new Piece(3, 3, TypePiece.BLACK)); //starting position

pieces.Add(4 \* Board.N + 4, new Piece(4, 4, TypePiece.BLACK)); //starting position

}

else

{

pieces.Add(3 \* Board.N + 4, new Piece(3, 4, TypePiece.WHITE)); //starting position

pieces.Add(4 \* Board.N + 3, new Piece(4, 3, TypePiece.WHITE)); //starting position

}

}

internal void Paint(System.Drawing.Graphics graphics)

{

List<Piece> pieces = this.pieces.Values.ToList();

foreach (Piece piece in pieces)

piece.Paint(graphics);

}

internal bool Check(int row, int col)

{

enemy = board.player1 == this ? board.player2 : board.player1;

bool approval = false;

int index = 0;

while (index != 8) //Get \*all\* possible moves

{

for (int i = 0; i < 8; i++)

{

index++;

int newrow = row + Dir[i, 0];

int newcol = col + Dir[i, 1];

int count = CheckDir(row, col, i, enemy);

if (count > 0)

{

for (int j = 0; j < count; j++)

{

int key\_enemy = newrow \* Board.N + newcol;

enemy.pieces.Remove(key\_enemy); //Deletes enemy pawn

pieces.Add(key\_enemy, new Piece(newrow, newcol, this.typePiece)); //Add new pawn

newrow += Dir[i, 0];

newcol += Dir[i, 1];

}

approval = true;

}

}

}

if (approval)

return true;//A legal move

return false;

}

public int CheckDir(int row, int col, int i,Player player)

{

int count = 0;

int key\_new = 0;

int newrow = row + Dir[i, 0];

int newcol = col + Dir[i, 1];

key\_new = newrow \* Board.N + newcol;

while (IsLegal(newrow, newcol) && player.pieces.ContainsKey(key\_new))

{

newrow += Dir[i, 0];

newcol += Dir[i, 1];

key\_new = newrow \* Board.N + newcol;

count++; //How many pawns eaten

}

if (IsLegal(newrow, newcol) && !NotExist(newrow, newcol) && count > 0)

return count;

return 0;

}

private bool IsLegal(int newrow, int newcol)

{

return newrow >= 0 && newrow < Board.N && newcol >= 0 && newcol < Board.N;

}

internal void Add(int row, int col) // add to pices new pawn

{

int key\_new = row \* Board.N + col;

pieces.Add(key\_new, new Piece(row, col, this.typePiece));

}

internal void Remove(int row, int col) //remove from pices pawn

{

int key\_new = row \* Board.N + col;

pieces.Remove(key\_new);

}

public List<Move> GetPossibleMoves() //get all possible moves

{

enemy = board.player1 == this ? board.player2 : board.player1;

List<Move> possibleMoves = new List<Move>();

foreach (Piece piece in pieces.Values)

{

for (int i = 0; i < 8; i++)

{

bool ok = false;

int newrow = piece.row + Dir[i, 0];

int newcol = piece.col + Dir[i, 1];

int key\_new = newrow \* Board.N + newcol;

int count = 0;

if (!NotExist(piece.row, piece.col))

{

while (IsLegal(newrow, newcol) && enemy.pieces.ContainsKey(key\_new))

{

newrow += Dir[i, 0];

newcol += Dir[i, 1];

key\_new = newrow \* Board.N + newcol;

ok = true;

count++;

}

}

if (ok && NotExist(newrow, newcol))

possibleMoves.Add(new Move(piece, new Point(newcol, newrow), i, count, this));

}

}

return possibleMoves;

}

internal bool NotExist(int row, int col) //Checks that the new move is in the limits of the board

{

int key = row \* Board.N + col;

return !pieces.ContainsKey(key);

}

internal int GetGrade()

{

int[,] mark = {

{ 1000, -100, 100, 100, 100, 100, -100, 1000 },

{ -100, -100, 50, 50, 50, 50, -100, -100 },

{ 100, 50, 80, 80, 80, 80, 50, 100 },

{ 100, 50, 80, 80, 80, 80, 50, 100 },

{ 100, 50, 80, 80, 80, 80, 50, 100 },

{ 100, 50, 80, 80, 80, 80, 50, 100 },

{ -100, -100, 50, 50, 50, 50, -100, -100 },

{ 1000, -100, 100, 100, 100, 100, -100, 1000 }

};

int grade = 0;

foreach (Piece piece in this.pieces.Values)

{

grade += mark[piece.row, piece.col];

}

return grade;

}

}

}